Improving Learning of Computational Thinking Using Computational Creativity Exercises in a College CS1 Computer Science Course for Engineers
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Abstract—Promoting computational thinking is a priority in CS education and other STEM and non-STEM disciplines. Our innovative, NSF-funded IC2Think project blends computational and creative thinking. In Spring 2013, we deployed Computational Creativity Exercises (CCE) designed to engage creative competencies (Surrounding, Capturing, Challenging and Broadening) in an introductory CS1 course for engineering students. We compared this CCE implementation semester (80 students, 95% completing 3 or 4 CCEs) to the Fall 2013 semester of the same course (55 students) without CCEs. CCE implementation students had significantly higher scores on a CS concepts and skills knowledge test (F(1, 132) = 7.72, p < .01, partial Eta² = .055; M=7.47 to M=6.13; 13 items) and significantly higher self-efficacy for applying CS knowledge in their field (F(1, 153) = 12.22, p < .01, partial Eta² = .074; M=70.64 to M=61.47; 100-point scale). CCE implementation students had significantly higher study time (t(1, 136) = 2.08, p = .04; M=3.88 to M=3.29; 7-point scale) and significantly lower lack of regulation, which measures difficulties with studying (t(1, 136) = 2.82, p = .006; M=2.80 to M=3.21; 5-point scale). The addition of computational creativity exercises to CS courses may improve computational thinking and learning of CS knowledge and skills.

Keywords—CS1, Creative Thinking, Computational Thinking, Engineering, Student Learning, Self-Regulation, Engagement, Self-Efficacy

I. INTRODUCTION

Promoting computational thinking is a top priority in Computer Science (CS) education [1, 2]. Recent articles in Communications of the ACM show a collective momentum to enhance computational thinking education within CS and across STEM and non-STEM disciplines. This research is diverse, ranging from course specifications to course development, from community building to setting policies, and from teaching and learning to assessment [3, 4, 5, 6, 7].

In our NSF-funded IC2Think project, we proposed that learning computational thinking can be improved through synergy between computational and creative thinking. Our innovative solution was to blend computational thinking with creative thinking. By blending computational and creative thinking students can leverage their creative thinking skills to “unlock” their understanding of computational thinking [8]. In this way, we can make computational thinking more generally applicable to STEM and non-STEM disciplines where students may have creative thinking skills but lack understanding of computing concepts. The reverse is also true: students who understand computational thinking could leverage it to improve their creative thinking skills. We have referred to this blending as computational creativity.

In our framework, both computational thinking and creative thinking are viewed as cognitive tools which expand the knowledge and skills that one can apply to a problem. Computational thinking is an approach to solving problems, building systems, and understanding human behavior that draws on the power and limits of computing [1]. Computational thinking includes skills such as conceptualizing at multiple levels of abstraction, defining and clarifying a problem by breaking it down into relational components, and testing and retesting plausible solutions. Creative thinking is thinking patterned in a way that tends to lead to creative results [9]. Creative thinking is not limited to the arts but is an integral component of human intelligence that can be practiced, encouraged and developed within any context [10, 11, 12]. Epstein’s Generativity Theory breaks creative thinking down to four core competencies: capturing novelty, challenging established thinking and behavior patterns, broadening one’s knowledge beyond one’s discipline, and surrounding oneself with new social and environmental stimuli [13].

The blending of computational thinking with creative thinking is not perceived as a set of dichotomies, but rather as complementary or symbiotic abilities and approaches. Computational thinking tools expand the knowledge and skills that one has available thereby broadening the array of knowledge that one may creatively apply to a problem. Similarly, creative competencies enhance the development of computational thinking. For example, Challenging forces computational tools to be used in unanticipated and unusual ways leading to the development of new computational approaches to both old and new problems, Surrounding creates new ways of looking at problems and attention to different stimuli and perspectives that may be relevant to how a problem is approached computationally, and Capturing forces...
consideration of new ways to represent and save data and solution procedures.

We have designed computational creativity exercises (CCE) that blend computational and creative thinking. The principles underlying the design of the CCEs are (1) balancing of attributes between computational and creative thinking and (2) mapping between computational and creative concepts and skills as they manifest in different disciplines. Table I shows the differing attributes, concepts, and skills that are balanced and mapped.

**Table I. Mapping Computational and Creative Thinking Skills in the CCEs**

<table>
<thead>
<tr>
<th>MAPPING CONCEPTS &amp; SKILLS</th>
<th>Computational Thinking</th>
<th>Creative Thinking</th>
</tr>
</thead>
<tbody>
<tr>
<td>Algorithmic Thinking – algorithms as models of computational processes*</td>
<td>Challenging accepted solutions and procedures</td>
<td>Broadening applications through new ways of framing and applying fundamental computational knowledge</td>
</tr>
<tr>
<td>Programming Fundamentals - i.e. data models, encapsulation, testing and debugging*</td>
<td>Surrounding with new social and physical environments to broaden perspectives</td>
<td>Capturing new ways of storing and representing data &amp; algorithms</td>
</tr>
<tr>
<td>Computing Environments – languages &amp; paradigms, tools, applications*</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Data representation: data types, variables*</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>


The CCEs provide instruction on CS concepts such as conditionals, arrays, modular programming, and debugging: however, they completely lack any programming code. Instead, the CCEs involve tasks seemingly unrelated to CS such as individually writing the chapters for a story based on separate plot points and then working in a group to revise the story to make the content more cohesive. This makes students focus on and apply the more abstract computational thinking principles that underlie the CS concepts. CCEs also are designed to foster development of Epstein’s creative competencies by engaging multiple senses, requiring imaginative thought, presenting challenging problems and combining both individual and group efforts. During the CCEs, students are given explanations, which we call CS Light Bulbs, which relate the tasks directly back to the CS topics. Finally, the students answer analysis and reflection questions designed to further promote both computational thinking and creative application of computational skills.

II. PRIOR WORK

In the Fall 2012 semester, we designed and deployed four CCEs at the University of Nebraska-Lincoln. Over 200 students in four different introductory CS1 courses took the exercises and the exercises counted as part of their final course grades. Each course was tailored to a different target group (CS majors, engineering majors, combined CS/physical sciences majors, and humanities majors) so the courses contained a mix of students with differing levels of both computational and creative thinking skills. At FIE in 2013, we reported a “dosage” effect of higher grades and learning of core computational thinking principles associated with increasing CCE completion across these courses in Fall 2012 [14]. Also at FIE in 2013, we reported associations between creative competency and course grades supporting our contention of synergy between creative and computational thinking and associations between creative competency and higher strategic self-regulation across the four CS1 implementation courses and one additional CS1 course [15].

At SIGCSE 2014, we reported on follow-up studies of the Fall 2012 semester implementation examining differences between CS majors and non-CS majors, freshmen and upper class students, and men and women students. We found that for all students the linear “dosage effect” was present with student completion of each additional exercise increasing retention. For grades, however, the effects were more nuanced with CS majors having a consistent linear increase for each exercise completed, whereas non-majors had grade increases only for completing at least three exercises. Also, upper class students had increases for completing at least three exercises, whereas freshmen students needed to complete all four exercises. We did not find differences between women and men students but could not draw conclusions because of restricted sample size [16].

Finally, at the 2014 American Educational Association Annual Meeting, we reported on additional follow-up studies of the Fall 2012 semester examining impacts on exercise completion on creative competency and motivational influences on exercise completion. We found that exercise completion did not impact overall creative competency scores or scores for any of the four Epstein creative competencies. We attributed this failure to find an effect primarily to limitations with the Epstein Creative Competency Inventory measure. We found that completion of exercises was motivated by higher task approach goals and perceived instrumentality and lower negative affect [17].

Focus groups and open-ended survey responses [14] have shown that students report not enjoying the exercises and seeing little connection between the exercises and the course content. They express that the exercises did not have enough payoff to justify the time they took. These findings stand in contrast to the apparently strong impacts of exercises on grades and learning. When probed further in focus groups for exercise impacts on specific computational thinking and computing skills [14], many students indicated that these were improved by completing the exercises and that exercises helped them understand how programming relates to the world around them and how they might apply concepts in a practical setting. These findings suggest that students are not necessarily able to recognize the value of educational activities for enhancing their learning, especially in their first or general impressions of an activity. We think that this negative impression of the exercises may explain our findings [15] that learning approach goal orientation and Future Time Perspective connectedness were negatively associated with completing more exercises. If students didn’t see connection between the exercises and learning, those with high learning approach goals might not have been motivated to do the exercises. Similarly, students with more connection to their future career may not be motivated to complete exercises if they do not see them as being relevant to the course and their career.
III. The Present Study

The purpose of this study was to expand on our previous findings by conducting a quasi-experimental trial. The same four Computational Creativity Exercises (CCEs) we previously used were implemented in Spring 2013 in the introductory CS1 course tailored to engineering majors using MATLAB as the programming language with labs on various engineering applications. Based on student feedback from prior implementations, the CCEs were emphasized more in class and more closely aligned with course topics. In the Spring 2013 CCE implementation semester, 95% of students completed either three or four CCEs. Student outcomes from this semester were compared to the Fall 2013 semester of the same course taught without CCEs. The CS1 engineering course has students from a variety of engineering majors. Most students in the two semesters were in chemical engineering (68), civil engineering (54), and mechanical engineering (85).

A. Computational Creativity Exercise Design and Deployment

All CCEs combine hands-on problem solving with written analysis and reflection and are designed to be completed by a group of students working collaboratively in order to facilitate creative thinking from students with multiple backgrounds. CCEs combined Week 1 hands-on problem solving (group and individual) and Week 2 written analysis and reflection that pushed students to consider more effective problem-solving approaches and possible real-world applications. Problems ranged from designing and cracking ciphers to constructing and debugging a coherent story using disconnected plot points. CCEs had embedded self-contained explanations (CS Light Bulbs) that made explicit the connections between exercise tasks and CS topics. The CS Light Bulbs help students stay aware of the underlying computational thinking skills while they are performing the creative thinking tasks. The exercises were deployed using the Written Agora system [18]. This is a web-based wiki system designed to facilitate online collaboration between groups of students, anchored around content pages authored by the students with their corresponding discussion forums, where students contribute their responses to the analysis and reflection questions. The Written Agora system also tracked student interactions with the system online and kept all the page revisions so that we could determine which students were contributing to the group.

Each CCE requires approximately 1-2 hours per student. After completing the tasks and answering the questions, each student group was assigned a base score from which individual grades were further derived based on students’ contributions to their group’s wiki page. Combined, the exercises represented 5% of the student final grade in the MATLAB course. Additional details on the CCEs are available in previously published work [14, 16].

B. Learning and Self-Efficacy

Our prior work indicates that completion of CCEs improves both students’ grades and retention of core computational and CS knowledge [14, 16]. These achievement and learning outcomes are critically important, but research has shown that effective use of knowledge or skill, particularly for transfer and problem-solving, requires self-efficacy or confidence in one’s capability of using the knowledge [19, 20]. So, it is important that students not only learn the CS1 course content, but also gain the self-efficacy necessary for applying what they have learned. This is particularly critical for students in required courses that are integral to their major field but not directly a course in the major topic area, like the CS1 course for engineers examined in this study. For these engineering students’ to use knowledge and skills learned in this CS1 course, they must gain not only the knowledge but the self-efficacy to apply it.

C. Strategic Self-Regulation and Engagement

We propose that computational creativity can increase not only achievement and learning, but also, students’ self-regulation and engagement in courses. Four aspects of student strategic self-regulation have a long history of research.

- The first aspect is general metacognitive self-regulation. Students who are self-regulating are what Pressley et al. [21] called good strategy users. These students engage in active planning, monitoring, and evaluation of their learning [22, 23]. In this way, self-regulating students apply general learning strategies to accomplish their goals.

- The second aspect is based on the knowledge building approach proposed by Bereiter and Scardamalia [24, 25]. Students who are knowledge builders go beyond simple factual or recall learning. Learning is tied to personally meaningful goals and includes examination and connection of new knowledge to existing knowledge and coursework in other classes. In this way, knowledge building students are involved with the production of knowledge rather than the reproduction of knowledge.

- The third aspect involves dysfunctional self-regulatory strategies [26, 27, 28] (the opposite of the first aspect). Students who adopt dysfunctional strategies tend to be confused, have difficulty studying and self-regulating effectively, and need support from others. These students are more likely to receive lower grades and have a high likelihood of learned helplessness in classes [26, 27, 28].

- The final aspect is student engagement with the class. Students who are engaged spend more time studying and put forth more effort in class [26, 29, 30]. In particular, students who are engaged are more likely to ask questions than students who are not engaged [30]. In this way, engaged students tend to have more positive experiences in the class and higher achievement [26, 29, 31].

In this paper, we examine whether the CCEs (designed to improve computational and creative thinking skills) have an impact on these four aspects of student strategic self-regulation and engagement. We want to determine whether our contention that completing CCEs boosts students’ self-regulation and engagement is accurate by examining the strategic self-regulation of students completing CCEs relative to students in the same course without CCEs.
IV. METHODS

A. Participants

Students voluntarily participated in evaluation data collection which was approved by the UNL Institutional Review Board. In the intervention class, 107 students were initially enrolled of which 13 withdrew. All 107 initially enrolled students (86 male; 21 female) consented to participation and 90 students (72 male; 18 female) completed pre and post-surveys. In the control class, 156 students were initially enrolled of which 23 withdrew. Of initially enrolled students, 120 (100 male; 20 female) consented to participation and 65 students (53 male; 12 female) completed pre and post-surveys.

Because of the high rate of non-completion of post-surveys in the control class, we compared demographic make-up of those who did both pre-and post-surveys and those who did only the pre-survey. There were no differences in gender, year in school, or intention to major/minor in CS. Also, there were no significant differences in any of the pre-survey motivation variables. Students who completed both surveys had significantly higher course grades ($M = 3.36$) than those who did only the pre-survey ($M = 2.51$) indicating that the control class sample for the study analyses using the post-surveys and knowledge test was biased toward higher achieving students relative to the implementation class where almost all students were in the analysis sample.

B. Learning and Self-Efficacy Measures

Students’ retention of computational thinking and CS knowledge and skills from the course was measured with a computational thinking knowledge test developed by CSCE faculty [14, 15, 16, 17, 26]. The test contained 13 conceptual and problem-solving questions for the core computational thinking content common to all CS-1 classes. The Cronbach’s alpha reliability estimate based on a sample of 391 students from three semesters of the CS1 courses was .74.

Students’ self-efficacy was assessed using a questionnaire adapted from [32]. Students were asked to rate their confidence in their knowledge of 12 computational thinking and CS topics with emphasis on application in their chosen field and enhancing creativity in their field (“Your ability to use computational algorithms to solve problems in your field;” “Your ability to conceptualize data in your field in ways that can be analyzed computationally;” “Your ability to think of novel ways of doing things in your field”). Questions were based on the specific knowledge and skills taught and used during the CS1 courses. Ratings were done on a scale from 0 (Completely Unconfident) to 100 (Completely Confident). Self-efficacy scores were computed as the mean of the 12 items. The Cronbach’s alpha reliability estimate was .96.

C. Strategic Self-Regulation Measures

Strategic self-regulation was assessed with three scales from the Student Perceptions of Classroom Knowledge Building instrument (SPOCK) [15, 26, 29, 33]. Self-regulated strategy use (5 items) assesses the extent of participant planning, goal setting, monitoring, and evaluation of studying and learning (e.g., “In this class, I tried to monitor my progress when I studied”). Knowledge building (5 items) assesses the extent of student exploration and interconnection of knowledge from the class (e.g., “As I studied the topics in this class, I tried to think about how they related to the topics I have studied in other classes”). Lack of regulation (4 items) assesses participants’ lack of understanding of how to study and need for assistance and guidance in studying (e.g., “In this class, when I got stuck or confused about my work, I needed someone else to figure out what I needed to do”).

All questions were answered on a five-point Likert scale from 1 (almost never) to 5 (almost always). Scores were computed as the mean score of the scale items. Cronbach’s alpha reliability estimates for the self-regulated strategy use, knowledge building, and lack of regulation scales were .77, .83, and .78 respectively.

D. Engagement Measures

Engagement was assessed with four measures. Two scales from the SPOCK assess the extent of question asking in class. High-level question asking (3 items) assesses the extent to which students ask questions that extend or expand on the basic information being provided in the class (e.g., “In this class, I asked questions to more fully understand the topics we were learning”). Low-level question asking (3 items) assesses the extent to which students ask questions to obtain or clarify basic course information (“In this class, I asked questions to be clear about what the instructor wanted me to learn”). Scores are computed as the mean of the items in each scale. Cronbach’s alpha reliability estimates for high-level and low-level question asking were .78 and .83 respectively.

Two scales assessed self-reported studying [26, 29]. Study time was assessed by asking participants to indicate the average number of hours per week they spent studying for the class on a 1–7 scale in two hour increments from 1 (<2 h per week) to 7 (over 12 h per week). Perceived study effort was assessed by asking participants to indicate their perception of the effort they put forth studying for the class relative to most students on a 5-point Likert scale from 1 (much less effort) to 5 (much more effort).

E. Motivation and Course Perception Measures

Assessments of students’ motivation and perceptions of the classroom environment were used as covariates along with strategic self-regulatory and engagement measures to control for individual differences in these when testing for impact on learning. Students’ motivation was assessed with a battery of instruments which have been validated in prior studies. These consisted of (1) students goal orientation for the class [15, 26, 29]; (2) students’ ratings of the connectedness between their academic coursework and a STEM career and instrumentality of their specific course work for attaining STEM academic and career goals [26, 29, 34, 35]; (3) students’ emotional/affective reactions to the course [26, 29, 36]; and (4) students’ beliefs about intelligence [15, 37]. Students’ classroom perceptions were assessed with the collaborative learning and teacher directedness scales from the Student Perceptions of Classroom Knowledge Building instrument (SPOCK) [33].
F. Procedures

All measures and the computational thinking test were administered on a Web platform (Survey Monkey®) administered during course lab periods. The pre-test measures were done in labs during the first week of class and the post-test for all survey measures and the knowledge test were done in lab sections during the last week of classes as part of broader evaluation data collection.

V. RESULTS

A. Impacts on Student Learning and Self-Efficacy

We used Analysis of Variance (ANOVA) to test whether knowledge test scores differed between the implementation and control semesters (Table II). Students in the implementation semester had significantly higher knowledge test scores ($F(1, 132) = 7.72, p < .01, \text{partial Eta}^2 = .055$). We used Analysis of Covariance (ANCOVA) to test whether knowledge test scores differed between the implementation and control semesters when controlling for students’ course grades ($Z$-score standardized within class), strategic self-regulation, engagement, motivation, and classroom perceptions. With these potential individual difference variables controlled (Table II), students in the implementation semester still had significantly higher knowledge test scores ($F(1, 106) = 12.78, p < .01, \text{partial Eta}^2 = .108$). With potential individual difference controlled, the knowledge test score difference and effect size increased.

We used Analysis of Variance (ANOVA) to test whether students’ self-efficacy scores differed between the implementation and control semesters (Table II). Students in the implementation semester had significantly higher self-efficacy scores ($F(1, 106) = 12.22, p < .01, \text{partial Eta}^2 = .074$).

B. Impacts on Students’ Strategic Self-Regulation and Engagement

We used independent samples ($t$-tests) to examine differences in strategic self-regulation and engagement between students in the implementation and control semesters. Results are shown in Table III. Although students in the implementation semester had higher scores for self-regulation and knowledge building differences were not significant. However, students in the implementation semester had significantly lower lack of regulation scores with a moderate effect size (Cohen’s $d = .50$). For engagement measures only study time differed. Students in the implementation semester reported significantly more study time with a small effect size (Cohen’s $d = .37$).

VI. DISCUSSION AND CONCLUSIONS

Results confirmed our prior findings [14, 16] that the Creative Competency Exercises (CCE) positively impact student learning of computational thinking and CS knowledge and skills. The study strengthened these previous findings by employing a stronger quasi-experimental design with a comparable control group. The study also extended prior work by examining self-efficacy and students’ strategic self-regulation and engagement.

Our prior studies [14, 16], examined a broad spectrum of students from a diverse suite of tailored CS1 courses. This study focused specifically on engineering majors in one of the targeted CS1 courses. Most engineering programs require students to take foundational technology, science, and mathematics courses, like the CS1 course in this study, early in their studies. Typically taught outside of the engineering program in other schools or departments, these courses provide necessary scaffolding towards subsequent technical coursework within the students’ engineering field. These courses have been referred to as barrier courses because poor performance in them can act as a barrier to continued pursuit of engineering [38]. Because these courses are critical to student success and retention, our findings have particular relevance. Increasing engineering students’ success in courses like CS1 may help address the higher failure rates and attrition experienced by engineering and other STEM students [39].

A. Learning and Self-Efficacy

The findings provide additional support for our contention that learning computational thinking can be improved through synergy between computational and creative thinking and that creative thinking skills can help students “unlock” their understanding of computational thinking [14, 16]. Engineering students who completed the CCE’s learned and retained more of the core computational thinking and CS course content. Differences between the CCE implementation semester and the control semester were not only statistically significant but were also meaningful in the context of the real world classroom. The effect size was almost half a standard deviation (Cohen’s $d = .48$) and over a half a standard deviation (Co-

---

TABLE II. KNOWLEDGE AND SELF-EFFICACY MEAN SCORES

<table>
<thead>
<tr>
<th>Variable</th>
<th>Implementation Semester</th>
<th>Control Semester</th>
<th>t</th>
</tr>
</thead>
<tbody>
<tr>
<td>Knowledge Test</td>
<td>M: 7.47, SD: 2.56</td>
<td>M: 6.13, SD: 3.01</td>
<td></td>
</tr>
<tr>
<td>Knowledge Test Controlled</td>
<td>M: 7.47, SD: 2.56</td>
<td>M: 5.94, SD: 2.93</td>
<td></td>
</tr>
<tr>
<td>Self-Efficacy</td>
<td>M: 70.64, SD: 14.31</td>
<td>M: 61.47, SD: 18.32</td>
<td></td>
</tr>
</tbody>
</table>

*All differences significant at $p < .01$.

---

TABLE III. SELF-REGULATION AND ENGAGEMENT MEAN SCORES

<table>
<thead>
<tr>
<th>Variable</th>
<th>Implementation Semester</th>
<th>Control Semester</th>
<th>t</th>
</tr>
</thead>
<tbody>
<tr>
<td>SPOCK Self-Regulation</td>
<td>M: 3.22, SD: .66</td>
<td>M: 3.06, SD: .72</td>
<td>1.38</td>
</tr>
<tr>
<td>SPOCK Knowledge Building</td>
<td>M: 2.82, SD: .69</td>
<td>M: 2.69, SD: .83</td>
<td>0.94</td>
</tr>
<tr>
<td>SPOCK Lack of Regulation</td>
<td>M: 2.80, SD: .85</td>
<td>M: 3.21, SD: .80</td>
<td>2.82**</td>
</tr>
<tr>
<td>SPOCK High-Level Question Asking</td>
<td>M: 2.35, SD: .73</td>
<td>M: 2.54, SD: .92</td>
<td>1.34</td>
</tr>
<tr>
<td>SPOCK Low-Level Question Asking</td>
<td>M: 2.53, SD: .84</td>
<td>M: 2.65, SD: .83</td>
<td>0.79</td>
</tr>
<tr>
<td>Study time</td>
<td>M: 3.88, SD: 1.72</td>
<td>M: 3.29, SD: 1.48</td>
<td>2.08*</td>
</tr>
<tr>
<td>Study effort</td>
<td>M: 3.24, SD: .92</td>
<td>M: 3.28, SD: .97</td>
<td>0.24</td>
</tr>
</tbody>
</table>

*p < .05, **p < .01.
hen’s $d = .56$) when course grades and individual differences in motivation, strategic self-regulation, engagement, and perceptions of the class were controlled. This suggests real improvement in learning and retention. The effects are even more impressive since the control group was biased toward better, higher achieving students.

It is critical that students be able to utilize what they are learning in required courses that are integral to their major field in their subsequent studies. To use the knowledge and skills learned in required, non-major courses, like the computational thinking and CS knowledge and skills learned in the CS1 course examined in this study, students must feel self-efficacious in their capability of applying this knowledge and skill to their field [19, 20]. Our results indicate that engineering students completing the CCEs have significantly higher self-efficacy for applying computational thinking and CS knowledge and skill in their field. As with learning, the effect size was over half a standard deviation (Cohen’s $d = .56$).

Because our self-efficacy measure is anchored in our notion of computational creativity and emphasizes application and creative expansion of thinking within the students’ major field, in this case, engineering, our findings provide additional support for the importance and effectiveness of blending of computational and creative thinking in STEM classrooms. Engineering students completing the CCEs appear to be more confident in their ability to use computational thinking and CS content in their major field. They also appear to be more confident in their ability to leverage computational thinking and CS content to improve their creative thinking within their major field. Further study is needed to see if this increased self-efficacy translates into more creative and effective problem solving by students in their subsequent engineering courses and whether this higher confidence translates into better student retention.

B. Self-Regulation and Engagement

The findings somewhat supported our contention that computational creativity can enhance students’ strategic self-regulation and engagement in courses. Engineering students in the CCE implementation semester reported significantly higher study time suggesting more engagement in the course. Although they did not significantly increase in general strategic self-regulation or knowledge building, they did exhibit significantly lower lack of regulation. Prior research has found that lack of regulation is strongly associated with poor achievement and negative reactions to the course as well as being a major component of both apathy and learned helplessness [26, 29]. The engineering students in the CCE implementation semester were less likely to report the difficulties associated with lack of regulation suggesting that the CCEs may have helped them succeed. As self-direction and student-centered approaches to the classroom are being increasingly applied, our findings suggest that computational creativity and the CCEs may help improve these aspects of the learner centered classroom.

C. Next Steps

When combined with our prior work, the findings strengthen our belief that the merger of computational and creative thinking can improve student learning both of computational thinking and CS knowledge and skills and of creative ways to apply them, even for engineering students who are non-CS majors. We have found positive effects for the CCEs based on Epstein’s creative competencies in two separate study populations using both correlational and quasi-experimental designs. In both studies effects were robust with meaningful effect sizes.

We have now expanded our suite of CCEs and are working on employing them in a broader array of both beginning and upper level courses in CS and in other disciplines. We are also combining the CCEs into a stand-alone distance course. Exercises also have been adapted for K-12 and are available on the Google Exploring Computational Thinking web-site. This allows computational creativity to be introduced to younger students, which we hope will help these students better succeed in mastering CS and computational thinking concepts and increase student interest in pursuing CS education at the post-secondary level.
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